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“It seems to me, Golan, that the advance of civilization is nothing
but an exercise in the limiting of privacy.”

- Janov Pelorat in Foundation’s Edge, a novel by Isaac Asimov
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Abstract

Context: Security is a growing concern in many organizations. Industries
developing software systems plan for security early-on to minimize expensive
code refactorings after deployment. In the design phase, teams of experts
routinely analyze the system architecture and design to find potential security
threats and flaws. After the system is implemented, the source code is often
inspected to determine its compliance with the intended functionalities.

Objective: The goal of this thesis is to improve on the performance of security
design analysis techniques (in the design and implementation phases) and
support practitioners with automation and tool support.

Method: We conducted empirical studies for building an in-depth under-
standing of existing threat analysis techniques (Systematic Literature Review,
controlled experiments). We also conducted empirical case studies with indus-
trial participants to validate our attempt at improving the performance of one
technique. Further, we validated our proposal for automating the inspection
of security design flaws by organizing workshops with participants (under
controlled conditions) and subsequent performance analysis. Finally, we relied
on a series of experimental evaluations for assessing the quality of the proposed
approach for automating security compliance checks.

Findings: We found that the eSTRIDE approach can help focus the analysis
and produce twice as many high-priority threats in the same time frame. We also
found that reasoning about security in an automated fashion requires extending
the existing notations with more precise security information. In a formal
setting, minimal model extensions for doing so include security contracts for
system nodes handling sensitive information. The formally-based analysis can
to some extent provide completeness guarantees. For a graph-based detection
of flaws, minimal required model extensions include data types and security
solutions. In such a setting, the automated analysis can help in reducing
the number of overlooked security flaws. Finally, we suggested to define a
correspondence mapping between the design model elements and implemented
constructs. We found that such a mapping is a key enabler for automatically
checking the security compliance of the implemented system with the intended
design. The key for achieving this is two-fold. First, a heuristics-based search
is paramount to limit the manual effort that is required to define the mapping.
Second, it is important to analyze implemented data flows and compare them
to the data flows stipulated by the design.

Keywords

Secure Software Design, Threat Analysis (Modeling), Automation, Security
Compliance
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Chapter 1

Introduction

Security threats to software systems are becoming a growing concern in many
organizations, particularly due to the changes in legislation for handling private
user data (GDPR). Previous studies (summarized in [1]) have shown that infor-
mation security breach announcements result in a financial loss for the breached
organization. Notably, last year the British Airways was fined £183 million [2]
(1.5% of total yearly revenue) due to a data breach affecting 500,000 customers.

Despite best efforts, cyber-attacks are often successful due to poor security
practices. In August 2019, researchers discovered a vulnerability 3] in the
database of a biometric security platform (Biostar 2). In particular, they found
an unprotected database in the platform, where data was stored in plain text.
If exposed, this vulnerability could have allowed the attacker not only to expose
biometric information of over one million people, but also to gain access to
administrator accounts of the platform, possibly leading to serious criminal
activity (such as creating a new account to freely enter high-security facilities).

Software developers can be hindered in building secure solutions by fast-
pace development practices, code reuse, and the use of third-party software.
Commonly, vulnerabilities are introduced with the incorrect use of third-party
APIs. For instance, a recent report [4] revealed that about 24,000 Android
apps used insecurely configured Firebase databases, which allowed researchers
to gain read and write access to sensitive database records.

To avoid expensive data breaches, security should be considered early-on in
the software development life cycle [5]. Practitioners that value security in their
products adopt well established best practices, e.g., by applying secure design
principles [6] and patterns [7]. Architectural design models are often analyzed to
assure the desired properties of the system. Models can be analyzed from differ-
ent architectural perspectives (e.g., topological view, data view, access control
and permissions, functional view, etc.) and on several levels of abstraction.

The goal of this thesis is to improve on the performance of security design
analysis techniques (in the design and implementation phases) and support
practitioners with automation and tool support. The novelty of the thesis
contributions is judged with respect to the related work in Section [[.1} An
in-depth study of existing threat analysis techniques (Paper A) has spurred
three focused research directions which are presented in Section [1.2)

A recent report [8] shows that only about a third of 130 surveyed organiza-
tions analyze software architecture for what concerns security. The manual
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effort that is today required to perform architectural threat analysis may be
a limiting factor for a more wide-spread adoption. Indeed, evidence suggests
that performing threat analysis manually (e.g., using STRIDE [9]) results in a
large number of discovered threats and can be repetitive [10] (also observed in
Paper B). After their discovery, the threats are prioritized based on risk values
and low-priority threats are often discarded. This way of working is suboptimal,
as effort is wasted on discussing low-priority threats. Further, eliciting threats
by considering each architectural element in isolation may be a source of repeti-
tiveness. We provide a solution for performing threat analysis with an enlarged
analysis scope (per asset scenario) and focusing on critical parts of the software
architecture. Concretely, we developed a model-based technique, which fits
particularly well in model-intensive industries, e.g., automotive. We propose a
notation extended with risk information (eDFD) accompanied by an improved
analysis procedure (eSTRIDE) for an efficient discovery of high-priority threats
(Paper C). The approach relies on making reductions to the problem and
solution space before and during the analysis. We empirically investigate the
effect of enlarging the analysis scope on technique performance in the academic
(Paper B) and industrial setting (Paper D). Section [1.3| provides summaries of
the appended publications.

Manual design analysis and inspection techniques [9,/11] are characterized
by a low recall (around 50% in Papers B and F), which means that many
security flaws can go unnoticed. A possible cause for this effect is that in many
existing techniques there is no correctness or completeness guarantees for what
concerns the analysis outcomes (as recorded in Paper A). To assure analysis
completeness, more automation of design-level security techniques is necessary.
To that end, we propose two solutions. First, we introduce a formally-based
detection of confidentiality flaws (Paper E). In information flow security, the
implementation is statically analyzed for a particular set of inputs to determine
potential leaks of sensitive information. Initially the inputs are assigned so-
called security labels. Typically, a high label refers to a private input and a low
label refers to a public input. Similarly, we propose an approach for information
flow analysis at design level. The approach is based on a light-weight formal
specification language (SecDFD) which we leveraged to propose a technique
for an automated analysis of confidentiality flaws with label propagation and
a security policy checker. Second, we propose a graph-based detection of five
security design flaws concerning various security properties (authentication,
confidentiality, integrity, and accountability). The five security design flaws
were selected from a catalog of security design flaws and their manual inspection
rules (presented in Paper F). To model the key security concepts commonly
referred to by the inspection rules, we suggest to use a design notation extended
with data types and security solutions (Paper G). Further, we developed graph
query patterns to automatically detect the presence of the five flaws in concrete
design models. We empirically compare the performance of the query patterns
over a curated data set of design models. In Section we discuss the collective
results and answer the main research questions.

Finally, after the implementation phase, architectural design models are
rarely revisited. In fact, Hebig et al. [12] have studied 3295 open source projects
and found that only 26% ever updated their UML files at least once. Thus, there
is a disconnect between design models (possibly containing important security
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information) and their implementation. To address this issue, we introduce a
user-in-the-loop approach to establish a mapping between the intended design
and the implemented code (Paper H). We also extend the said approach to
include automated security compliance checks (Paper I). Concretely, we defined
a mapping between the DFD model (using the SecDFD presented in Paper E)
and the program model [13] which is extracted from the implementation. To
limit the required manual effort, we developed a heuristic-based search for
possible mappings, which is based on name matching and structural similarities
between the two abstractions. Paper I extends this work with two types of static
checks, which were used to verify whether implemented programs complied with
prescribed security properties in the SecDFD. In addition, using our approach we
show that the security information in the intended design can be used to reduce
the number of false positives reported by a state-of-the-art data flow analyzer.
We present our final remarks and chart a vision for future work in Section [I.5]

1.1 Positioning of Contributions with Respect
to the Related Work

This section includes a short background and a positioning of the main thesis
contributions with respect to the related literature.

1.1.1 Threat Analysis of Design Models

The first main thesis contribution focuses on improving model-based threat
analysis. Threat analysis includes activities which help to identify, analyze and
prioritize potential security threats to a software system and the information it
handles. A threat analysis technique consists of a systematic analysis of the
attacker’s profile, vis-a-vis the assets of value to the organization. The main
purpose for performing threat analysis is to identify and mitigate potential risks
by means of eliciting or refining security requirements. Existing threat analysis
techniques are commonly categorized as software-, risk-, and attack-centric.

Software-centric. Software-centric techniques focus the analysis around the
software (e.g., architecture design). Their first objective is to establish a good
understanding of how the system works before the threats are analyzed. For
instance, STRIDE is well-known software-centric technique which is extensively
used in practice (e.g., in the automotive industry [14], at Microsoft [9] and some
agile organizations [15]). In addition, it has been applied to analyze systems
from a variety of domains (such as IoT [16,17], CI Pipelines [18], MySQL
DBs [19], Smart Grids [20], E-health [21], Networks and Protocols [22/24])
across different research communities. STRIDE is well documented and easy to
learn, which is witnessed by its popularity. It is using the Data Flow Diagram
(DFD) model to represent the architecture of the software under analysis.
The analysts manually visit the elements in the diagram and brainstorm for
potential security threats. At the end, the list of identified threats is prioritized
(based on risk values) to plan for most urgent mitigations. But, with larger
DFD models, the number of threats the analysts have to consider explodes,
resulting in a high manual effort [10].

Risk-centric. Risk-centric techniques (e.g., CORAS [25], OCTAVE [26-28],
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PASTA [29]) focus on assets and their value to the organization. Their main
objective is to estimate the financial loss for the organization in case of threat
occurrence. For instance, CORAS [25] is a methodology comprised of a modeling
language and a multi-step procedure of analysis. It provides guidelines and
tools (namely, asset, threat, risk, and treatment diagrams) to analyze risk.
Risks are analyzed twice in the procedure of CORAS [25]. First after the
creation of asset diagrams (step 3), the analysts conduct a high-level risk
analysis, where the most important assets (and their threats) are identified.
Second, the risks are analyzed using threat diagrams, after which the risk can
be accumulated (using risk diagrams). However, an empirical comparison of five
risk-centric techniques [30] highlights its slow learning curve and long execution
time. Risk-centric techniques (specifically, OCTAVE [27] and PASTA [29], as
mentioned in [31]) are more appropriate for finding organizational risks, rather
than technological risks. Accordingly, risk-centric techniques require a deeper
understanding of the business goals and legal matters [32], which is scarce
in organizations. For instance, in some Agile companies 33|, the developers
that perform threat analysis collect feedback from business experts for what
concerns asset and risk related information.

Attack-centric. Finally, attack-centric techniques (Attack trees [34], Misuse
Cases (MUC) [35], Problem and Abuse Frames [36H38], to name a few) focus on
the hostility of the environment and analyze attacker’s motives and behavior.
For instance, Attack trees [39] are formally grounded models of all possible
attacker actions. The root node (i.e., final goal of the attacker) is refined with a
combination of logical gates (e.g., and/or gates) down to leaf nodes. They have
been extensively used and adapted in the past [40] to analyze different properties
in various domains, including, for instance in the automotive industry (e.g.,
the EVITA method [14]). Attack trees are often used to support brainstorming
threats (e.g., in STRIDE [9], PASTA [29], and LINDDUN |[11]). However,
creating new attack trees is challenging as it requires both advanced cyber
security background and technical knowledge about the domain. Besides the
approaches that are based on Problem Frames (e.g., the approach presented
in [36]), the outcomes of many attack-centric techniques are not tied to the
architectural elements of the system under analysis.

To understand how to reduce the high manual effort, we compare two
STRIDE variants in Paper B. Further, to focus the analysis on high-priority
threats without sacrificing the quality of outcomes and learnability, we introduce
a new (risk-centric) STRIDE variant in Paper C and evaluate it in Paper D.

1.1.2 Automated Security Analysis of Design Models

Many approaches propose to automate the analysis of design models to minimize
the resources needed for performing threat analysis in organizations. Often
such approaches are able to semi-automate the analysis. That is, they automate
parts of the analysis technique, while some parts still require manual effort.
Depending on the sophistication of the analysis automation, we continue
to describe knowledge-based automation of threat categories, graph-based
automation, and formal approaches.

Knowledge-based. The Microsoft Threat Modeling tool (MTM) [41] is a tool
developed to support the STRIDE methodology. MTM provides the ability
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to graphically represent the DFDs. The tool enables the generation of threat
categories for individual DFD elements with the use of the STRIDE threat-to-
element mapping table. Other works approach threat analysis automation in a
similar way. For instance, Sion et al. [42] present an approach which aims to
automate the selection of threat mitigations (i.e., matching threat categories
(e.g., spoofing) to security solutions). Yet, both approaches automatically
generate threat categories (based on the aforementioned mapping table), thus
actual attack scenarios still need to be discovered manually.

Graph-based. Design models (e.g., software architecture) can be sometimes
represented as graph-like structures. A common method for automating the
analysis of design models is by discovering patterns in such graphs. Depending
on the analysis focus, the graph patterns can be used to detect threats, vulner-
abilities, or security solutions. Seifermann et al. [43] presented an approach for
automatically analyzing the security of data-driven architectures. They propose
an architectural description language enriched with a data model. The architec-
ture is first transformed to an operation model, which is in turn transformed to
a logic program. Finally, logical queries are used to spot security flaws. How-
ever, the analysis is demonstrated for unauthorized authentication, while other
security design flaws (e.g., insufficient auditing) are not addressed. In addition,
the analysis is not conducted alongside the planned security mechanisms. Al-
morsy et al. [44] proposed an approach for automating the security analysis by
capturing vulnerabilities and security metrics. They developed an approach for
modeling a system and specifying signatures of vulnerabilities and security met-
rics with the Object Constraint Language (OCL). Yet, the suggested approach
does not provide a way to model data transformations, which affect security
properties. In addition, it is not clear whether the approach works for high-level
design models (such as the DFDs), as it takes as input a variety of system
description models (e.g., UML feature, component, class, and deployment dia-
grams). Berger et al. [45] develop graph query rules to check for vulnerabilities
in extended DFD models and evaluate them with case studies. The query rules
are based on the descriptions of existing vulnerability repositories (e.g., CWE,
CAPEC). Though the authors provide a way to extend the DFD with asset
sensitivity, their approach does not allow modeling of security mechanisms.

Formal. When more effort for modeling (and analysis of) system design
is justified, formal approaches can be adopted. Such approaches typically
require the modelers to have a strong background in formal methods and
topics alike. The automation of analysis reasoning in a formal setting comes
sometimes for free due to the underpinned semantics. Yet, the efficiency and
scalability of such approaches is often a challenge. Concretely, a survey on
graphical security models [46] reported that there is a lack of efficient generation
algorithms for tree-based models. Early work of Sheyner et al. [47] automate
the generation of attack graphs, based on the well understood formalism of
attack trees. Later-on Ou et al. |48] worked towards increasing the scalability
of attack graph generation. On the other hand, Xu et al. [49] approached
automating threat analysis with aspect-oriented petri nets. The authors model
the intended functions and security threats with Petri nets, whereas they model
threat mitigations with Petri net-based aspects. Given the presented semantics,
the authors are able to construct a search tree and verify whether certain
threat paths are possible in the model. Gerking and Schubert [50] propose



6 CHAPTER 1. INTRODUCTION

an approach for refining and verifying information-flow policies (i.e., non-
interference) for cyber-physical architectures. Their compositional verification
technique relies of a set of well-formedness rules for architecture refinement and
assembly of component diagrams, preserving non-interference. Compared to
DFDs, component diagrams are more detailed design models. With regards to
semantics of DFDs, the early work of Leavens et al. [51] and Larsen et al. [52]
extended the notation with specifications for expressing functional correctness
properties. But little work has focused on the security semantics of DFDs.

Since identifying feasible security threat scenarios depends on the knowledge
of emerging security attacks within a domain, we do not attempt to automate
generation of threat scenarios. Rather, we focus on strengthening the security
by automating the detection of security design flaws. To that end, we study
how to automate the security design flaw detection on high-level architectural
diagrams (i.e., DFDs) in Papers E, F and G. Our aim is to improve the
automation of model-based security analysis where the related work falls short.
First, we introduce a lightweight security specification of DFDs (Paper E),
extended with a simple label model for analyzing confidentiality flaws with
some completeness guarantees. Second, we study how to automatically detect
five security design flaws (for what concerns several security concerns) by means
of graph query patterns, which are executed over DFD models, enriched with
data types and security solutions (Papers F and G).

1.1.3 Security Compliance Between Model and Code

Once a design model has been analyzed and its security flaws have been fixed,
the results are of limited value if the implementation does not comply with the
security properties described in the model. The disconnect between the planned
and implemented security has been studied extensively in the domain of Model-
Driven Engineering (MDE) [53,/54], where the intended security properties are
propagated to code by means of forward engineering. On the other hand, many
approaches (summarized in [55]) suggest to solve the problem of disconnect
by means of reverse engineering, where often code annotations or intermediate
models are used to reconstruct the software architecture. Finally, traceability
management approaches study the relations between software artifacts to enable
change-impact analyses and support software maintenance. Though traceability
recovery approaches may also lean on reverse engineering techniques, we discuss
this research area separately. Concretely, we consider approaches that study
the refinement traceability (where the level of abstraction of the traced artifacts
lowers progressively), rather than variability within a family of models (e.g., in
software product lines engineering [56]) and their variations.

Forward engineering security. UML models have been heavily studied in the
context of security compliance by means of forward engineering. UMLsec |57] is
a security extension of the Unified Modeling Language. It enables developers to
express security relevant information in system specification diagrams. It has
been widely studied in the industrial context [58H60] and provides mature tool
support [61]. Fourneret et al. [62] combine the security analysis using UMLsec
with the generation of security tests. The authors specify and verify security
properties on UML state machines, which in turn are used to generate tests for
the implemented system. Further, Ramadan et al. [63] use model transforma-
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tions to generate security-annotated UML class models from security-annotated
BPMN models. Muntean et al. [64] extend UML statecharts with security
properties (e.g., source of a confidential record), generate the code (in C), and
then detect data flow violations statically in the implementation. The results
of the compliance checks are presented to the user with sequence diagrams.
But, the gap between statecharts (or class diagrams) and implementation
is much smaller compared to the gap between high-level design models and
implementation. Consider that the DFD notation does not allow modeling
conditional or sequenced data flows. The IFlow [65] approach presents a UML
extension with information flow properties, which is used to generate program
skeletons. The generated skeletons are then transformed to a formal model to
be proven with a theorem prover. The skeletons have to be manually completed
into a final implementation, over which standard information flow properties
can be checked using existing analyzers. The downside of relying on code
generation, though, is that such approaches can not be used to analyze software
implementations which have diverged from the original model, or code that
was not generated from a model.

Reverse engineering security. Scoria [66] is a semi-automated approach for
extracting and analyzing the Owner Object Graph annotated with security
properties (i.e., SecGraph) to find security flaws in the architecture. First, the
SecGraph is extracted from an annotated implementation. Second, software
architects can refine the SecGraph with additional annotations. Finally, soft-
ware architects can design queries to analyze the Sec-Graph. Similar to using
source code annotations, ArchJava [67] is a language extension for Java, which
integrates architectural concepts (i.e., components, connectors, and ports) into
the programming language itself. Extending the expressiveness of the program-
ming language with architectural concepts supports compliance analysis. For
instance, in [68] the authors extend ArchJava with security annotations and
develop architectural constraints to analyze security compliance. Though code
annotations (and language extensions) can increase program comprehension
and reduce maintenance costs, they also need to be well understood (together
with the source code) to be used correctly [69]. Fully comprehending security
code annotations is not trivial and may require additional developer train-
ing. Jasser |70] recently proposed an approach for analyzing system behavior
and detecting its discordance with a set of security rules, expressed with Lin-
ear Time Logic (LTL). The system behavior is extracted dynamically using
aspect-oriented programming. Before the security rules can be executed, the
source-level elements are mapped to the architectural elements. However, this
mapping is performed manually. To date, the sole attempt at establishing com-
pliance between DFDs and their implementation was introduced by Abi-Antoun
et al. |[71] more than a decade ago. The authors automatically extract a DFD
(i.e., the source DFD) from the implementation. Next, the user specifies a map-
ping (using Reflexion models [72]) between a manually created high-level DFD
and the source DFD, which is then used to uncover inconsistencies. However,
the Reflexion models are created manually. In addition, the security analysis is
performed on the level of the DFD, as opposed to the implementation.

Traceability. Most traceability link recovery techniques seek to establish
a connection between requirements and code [73]. To this end, the proposed
approaches use information retrieval techniques in combination with heuristic-
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Figure 1.1: Research Tracks

based analysis of source code representations (e.g., the abstract syntax tree). For
instance, Velasco and Aponte [74] recently introduced an approach for creating
fine-grained traceability links between program statements (incl. conditionals,
assignments, loops, etc.) and critical requirements to ease compliance checking
(dictated by regulatory bodies, i.e., HIPAA [75]). First, the requirements and
source code files undergo a text processing phase (incl. tokenization, tagging,
stop word removal and the like). Next, the authors leverage an information
retrieval (IR) technique called Latent Semantic Indexing to identify the most
relevant source files for each requirement. Finally, to obtain a ranked list of
relevant program slices, predefined criteria (respecting a particular requirement)
is used to perform program slicing. Feature location approaches [76] leverage
IR techniques in a similar way to determine locations in the source code where
a particular functionality is realized. However, most traceability link recovery
and feature location techniques rely on analyzing textual similarity. They fail
to take into account structural properties of the early software design artifacts
(e.g., DFDs), which are essential to capture cross-cutting concerns (such as
security) in the source code.

To fill these gaps, we study how to automate the discovery of structural
compliance (using both textual similarity and structural heuristic rules) of the
implementation to DFDs in Paper H. Our approach does not rely on code
annotations and can be applied to existing (Java) projects without any code
generation. In addition, we intentionally keep the user in the loop to benefit
from domain knowledge and enable a meaningful analysis. In Paper I, we
extend the approach with automated security compliance checks of data flow
properties by leveraging static code analysis techniques.

1.2 Research Focus

This thesis contributes to solving three problems that were identified in Paper A
by means of a systematic literature review (SLR). Accordingly, Figure [1.1]shows
the contributions organized into three research tracks. The thesis findings
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generally progress from left-to-right in this figure. But, some findings of the first
research track have steered the work later-on and some research was conducted
concurrently. For instance, the SLR was conducted concurrently with Papers
B and C. The rest of the appended publications build on top of the previous.

1.2.1 High manual effort

The first research track was oriented towards an industrial collaboration with
the automotive industry. With respect to the current state of practice, lack
of security expertise is a crucial matter and increasing the efficiency of threat
analysis could free valuable resources. For this reason, we studied how to reduce
the time spent on analyzing threats without sacrificing the quality of outcomes.
Namely, we wondered whether it is acceptable (given the time constraints) to
start from an analysis of assets and their risk-related importance and only
analyze important threats. Clearly, there is a trade-off between systematicity
and focus on important threats. In Paper C, we explore this trade-off and
provide a risk-first solution, named eSTRIDE.

In parallel to this study, we worked on building a deeper understanding
on how the analysis procedure affects the performance of security analysis.
Specifically, we were interested to understand how the procedure of visiting the
architecture facilitates designers in identifying threats. To this aim, we looked
into the scope of analysis, i.e., the number of elements analyzed at once by
the human expert. On the one hand, there exist such techniques that suggest
practitioners to find threats to architectural components in isolation (e.g.,
STRIDE-per-element). Further down the line, some techniques suggest finding
threats to a set of components (e.g., STRIDE-per-interaction). Finally, we
propose an end-to-end analysis techniques that suggest finding threats to a chain
of components (i.e., eSTRIDE). We hypothesized that manual threat analysis
performs better when the scope of analysis increases and leads to a more efficient
discovery of the most important threats. We conduct an empirical comparison
of two existing techniques to test this hypothesis (Paper B). The findings
of this study provided inspiration for the definition of an improved manual
analysis procedure (eSTRIDE). In Paper D, we continue on this path and
conduct two case studies in two organizations, based in two different countries.
First, we empirically compare the performance and execution of eSTRIDE to
STRIDE-per-element. Second, we question the effect of security expertise on the
quality of outcomes. To this end, we empirically compare the performance (and
execution) of the less security savvy teams to the teams with security expertise.

The goal of this track is to introduce an efficient manual approach for
finding important security threats by enlarging the analysis scope. Collectively,
the research conducted in this track (Papers B, C, and D) aims to answer the
following research question.

RQ1. What are the effects of broadening the analysis scope on the quality of

analysis outcomes?

To answer this research question, we faced three challenges.

RQ1.1. What changes are required in the design model to facilitate a threat
analysis focusing on important threats? (Paper C)

RQ1.2. What changes are required for a model-based threat analysis procedure
to focus on important threats? (Paper C)
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RQ1.3. What is the difference (in terms of performance and execution) between
a risk-first and risk-last threat analysis technique? (Paper D)

RQ1.1. Enlarging the analysis scope introduces a challenge for the human
expert as a higher cognitive load may harm the quality of analysis outcomes.
At the same time, identifying locations in the architecture where important
security threats may exist (before actually identifying the said threats), requires
the model to be extended with security risk information. Thus, striking the
right abstraction (and level of detail) of the model is a crucial step in developing
a technique focused on finding important security threats.

RQ1.2. The model extensions provide more security-relevant information to
the human expert. However, the extensions alone do not help the analyst during
the discovery of security threats. Hence, the analysis procedure needs to be
modified. First, the procedure of striving towards systematicity and considering
risk at the end did not seem appropriate anymore. Rather, focusing the analysis
towards high-priority threats requires leveraging the risk information during
the analysis. Second, the strategy of visiting the diagram per element (or
interaction) does not take advantage of the model extensions. Accordingly,
the second challenge was to reduce the manual effort as much as possible by
introducing short-cuts during the analysis.

RQ1.3. Finally, extending the analysis scope and introducing short-cuts
during the analysis must not harm the overall technique performance or the
quality of the analysis outcomes. The introduced threat analysis technique
(eSTRIDE) considers risk information at the very beginning of the analysis.
Therefore, it is a risk-first technique. In comparison, the STRIDE-per-element
suggests to prioritize threats based on risk at the end, and is thus a risk-last
approach. The final challenge in this track was to gather empirical evidence
about sacrificing systematicity for the discovery of important threats.

1.2.2 Low recall

The findings of the first research track have influenced our research agenda
in the second research track. The empirical evidence gathered is witness to
the limits of tweaking the efficiency of manual threat analysis. For instance,
analysis paralysis (i.e., discussing one threat in too much detail) slows the
analysis down. Further, sub-optimal team dynamics as well as terminology
disagreements may have a negative impact on the quality of outcomes. In
addition, many real security threats are overlooked, may it be due to time
pressure, lack of information, or simply human error. To overcome such
challenges automation of the analysis is an important step.

Architectural security threats exist due to the presence of security design
flaws. Therefore, the goal of this research track is to study how security design
flaws are inspected, and how they can be detected automatically. The results
that emerged in this research track (Papers E, F, and G) collectively aim to
answer the second research question.

RQ2. To what extent can security design flaws be automatically detected in

DFD-like models?

Concretely, we faced two challenges in our efforts to answer this question.

RQ2.1. What model extensions support an automated security design flaw
detection? (Papers E, F)
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RQ2.2. What performance can be achieved by an automated technique for
security design flaw detection? (Paper G)

RQ2.1. The informal notation of the DFD makes automation difficult.
Therefore, we first study the level of formalism that is required in the DFD
to automate the detection of confidentiality-related design flaws in Paper E.
Formal reasoning about confidentiality (and integrity) is well understood in the
area of language-based information flow security [77]. We lean on the theory
of information flow analysis, an area of research whose origins date back to
the late 70s [78]. To avoid overloading the analysts, we intentionally extend
the DFD with light-weight security semantics. Achieving this, together with a
formally-based security analysis of the DFD was challenging.

The light-weight extension proposed in Paper E does not support reasoning
about other security properties (e.g., authentication). To this aim, we compile
a catalog of security design flaws and their inspection rules (introduced in
Paper F). We selected five security design flaws from the catalog to study their
automated detection. Our next challenge was the design of a sufficient model
extension to capture the concepts required to reason about the presence of
flaws in the models.

RQ2.2. The second challenge is to understand what levels of performance
can be achieved by automating the detection of security design flaws. To this
aim, we first translate the inspection rules of five security design flaws into graph
query patterns, which we use for the automated detection. We conduct an em-
pirical study comparing the outcomes of the automated technique to a manual
inspection (ground truth) performed by human experts. The main challenge we
faced was obtaining a data set of publicly available DFD models. In addition,
to enable an empirical comparison, we had to conduct an assessment of the col-
lected data set of DFD models with human experts under controlled conditions.

1.2.3 Disconnect between models and code

After performing a manual (or automated) security analysis of design models,
there is yet a question that begs for an answer: How do the outcomes of
such analyses relate to the implemented program? Much effort is spent on
planning the intended security on the level of the design. But, without an
explicit relation to the implementation, this effort is not leveraged to its full
potential. In addition, model-level analyses do not provide a realistic picture of
the implemented security, which diminishes the usefulness of models later-on
the in the development life-cycle. The value of the model-level analysis could
be increased, if such an explicit relation existed.

The goal of this research track is to study the relation between design
and implementation, particularly for what concerns the security compliance.
Collectively, the research conducted in this track (Papers H and I) aims to
answer the third research question.

RQ3. What security code analysis techniques can be leveraged to discover the

security compliance of the implemented system to SecDFD models?

We faced three problems in our effort to automate security compliance checks.

RQ3.1. What relation between the DFD model and an intermediate code
representation supports automated security compliance checks? (Paper H)

RQ3.2. What security code analysis techniques can be leveraged to discover
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security compliance to the node contracts specified in the SecDFD?
(Paper I)

RQ3.3. What information from the SecDFD complements existing static code
analysis tools? (Paper I)

RQ3.1. First, to enable automated compliance checks, we establish an
explicit mapping of high-level elements (e.g., a DFD process) to implemented
constructs (e.g., implementation of a method). To this aim, we define rules for
mapping element types between two representations. The first representation is
the high-level design model (i.e., the SecDFD introduced in Paper E). The sec-
ond representation is an automatically extracted model of the implementation
(i.e., the program model [13]). Finding the appropriate corresponding element
types between these two abstractions was our first challenge. In addition,
understanding what heuristic rules can help in the discovery of corresponding
elements was not trivial.

RQ3.2. The second challenge we faced was understanding what code analy-
sis techniques can be leveraged to detect security compliance, given the explicit
mapping between the design model (i.e., SecDFD) and its implementation.
The SecDFD allows specifying contracts for the node elements, which precisely
define how the confidentiality of an incoming asset(s) changes on the outgoing
asset(s). For instance, the encrypt contract bound to one incoming asset and one
outgoing asset produces a public (not confidential) output. We were interested
to leverage the previously proposed mapping (Paper H) and static code analysis
techniques to verify whether the node contracts are implemented as intended.

RQ3.3. Existing data flow analyzers require the user to correctly identify
sources and sinks of confidential information. Though some sources and sinks
can be extracted from library APIs (e.g., like in [79]), finding project-specific
sources and correct sinks still remains a challenge. Besides developing the checks
for each node contract in isolation, we were interested to statically analyze
security of the entire program. Concretely, we wondered if the outcomes of an
analysis on the model-level (e.g., allowing some data to flow into a sink) can be
used to complement existing static code analysis tools. We hypothesize that
our mapping between the intended design and its implementation may be used
to point to locations in the code where secret information is first created, and
locations where it is allowed flow. The challenge was to extract this information
from the SecDFD in a way that can be useful to existing code analysis tools.

1.3 Paper Summaries

This section includes a summary of the appended papers. We describe our
research goals, adopted methods, and main contributions. The reader may
refer to the individual papers for a detailed discussion of the related work.

1.3.1 SLR on Threat Analysis (Paper A)

The number of existing threat analysis techniques makes it difficult for prac-
titioners to make informed decisions about selecting the appropriate method
for adoption in their organizations. Further, the existing literature on system-
atizing the knowledge about threat analysis is limited and does not provide a
complete list of existing techniques. The primary goal of Paper A is to catalog
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and characterize the existing threat analysis techniques. The second goal is to
provide guidelines for practitioners in selecting techniques for adoption, and to
identify knowledge gaps for future research directions. In this study we compare
26 identified methodologies for what concerns their applicability, characteristics
of the required input for analysis, characteristics of analysis procedure, charac-
teristics of analysis outcomes, ease of adoption, and their validation. The study
was conducted by strictly following the guidelines by Kitchenham et al. [80] and
included an elaborate strategy, including backwards snowballing [81] for search-
ing the literature and extracting the data. In addition, we discuss the obstacles
for adopting the identified techniques to current trends in software engineering
(i.e., Development and Operations, Agile development) and their generalization
across domains. Finally, the study provides recommendations to practitioners
for technique adoption depending on the amount of planned resource investment.

Contributions. The main findings of the SLR are: (i) Existing threat
analysis techniques lack in quality assurance of outcomes, (ii) the use of
validation by illustration is predominant, (iii) the tools presented in the primary
studies lack maturity and are not always available, (iv) there is a lack of
correctness and completeness guarantees for analysis outcomes. The SLR was
performed as part of an in-depth study of the state-of-the-art, hence it does
not contribute to any of the research questions listed in Section [T.2}

1.3.2 STRIDE-per-el vs STRIDE-per-inter (Paper B)

Among other things, threat analysis techniques may differ in the scope of
analysis. We were interested to study the effects of a different analysis scope
on the technique performance. To this aim, Paper B rigorously compares two
existing techniques with different scopes, namely STRIDE-per-element and
STRIDE-per-interaction [9]. In particular, this study measures the respective
techniques’ performance in terms of their productivity, precision, and recall.
The study was conducted in the context of in-vitro experiments with master
students. We adopted a standard design for a comparative study [82] of one
independent variable with two values, namely, ELEMENT and INTERACTION.
The participants were split into two treatment groups, the ELEMENT and
INTERACTION treatment group. They were further assigned to teams. The
teams were instructed to (i) create a DFD and (ii) perform a threat analysis
of a familiar system using the respective technique in a fixed time frame and
report the analysis results. We collected the measure of effort (in minutes)
spent by each team on both sub-tasks (DFD creation and threat analysis). The
final reports were compared to a ground truth analysis to collect the measure
of true positives (T'P), false positives (F'P) and false negatives (F'N). On that
basis, we collected evidence about statistically significant differences (SSD)
between (i) the average productivity (number of TP per hour) of treatments,
(ii) the average precision (T'P/(T'P 4+ F'P)) of treatments, and (iii) the average
recall (T'P/(TP + FN)) of treatments. Beyond that, the study controlled for
any possible discrepancies between the populations of the treatment groups
(i.e., with an obligatory entry and exit questionnaire) and gathered subjective
feedback on the usability of the techniques.

Contributions. Paper B contributes towards answering RQ1. The main
contribution of this paper is the gathered empirical evidence about the per-
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formance of two threat analysis techniques (with a different analysis scope) in
the academic setting. We observed slightly better results for the STRIDE-per-
element technique (SSD between the average recall of treatments, ELEMENT :
62% INTERACTION : 49%). We also observed a slightly better average pro-
ductivity (no SSD, ELEMENT : 4.35 T'P/hour INTERACTION : 3.27 T'P/hour).
One possible explanation for the difference in treatment performance is that
STRIDE-per-interaction is more difficult to perform for novice analysts [9]
(such as our participants). STRIDE-per-interaction requires the consideration
of pair-wise interactions of elements, thus increasing the cognitive load for the
analyst [83]. Accordingly, we observed that on average the INTERACTION teams
produced larger DFDs, indicating that interactions lead to participants con-
structing a more complex problem space. The increased cognitive load and lack
of domain expertise might have affected the performance of the INTERACTION
teams. This study concludes that there is no significant difference (in terms of
performance) between the two treatments with a slightly different analysis scope.

1.3.3 Towards Security Threats That Matter (Paper C)

This paper is motivated by the need to increase efficiency of threat analysis
techniques in the automotive industry. To this aim, we enlarge the analysis
scope and improve the analysis procedure to focus on important assets. The
proposal was inspired by STRIDE and comes as a result of numerous workshop
sessions with our industrial partners that further highlighted the needs and
shortcomings of existing approaches. As a collection of lessons learned, the
first author synthesized the approach and validated it with an illustration.
Contributions. This paper contributes to answering RQ1. The main con-
tribution of this paper is a novel risk-first threat analysis technique (eSTRIDE)
with an enlarged analysis scope. We propose to prioritize threats before they are
analyzed based on assets and their priorities. This requires practitioners to en-
rich the architectural model (i.e., build an extended DFD or eDFD) with assets,
their sources, targets, security concerns and priorities, domain assumptions,
communication channels, and existing security solutions. The DFD extensions
are made to end-to-end user scenarios around highly prioritized assets. During
the analysis procedure, such scenarios become the scope of the analysis. Finally,
the approach proposes initial guidelines for handling threat explosion by reduc-
ing the problem domain before and introducing short-cuts during the analysis.
The initial illustration suggests a reduced number of low-priority threats but
does not provide sufficient evidence for the potential benefits of the approach.

1.3.4 STRIDE-per-el vs eSTRIDE (Paper D)

This paper is motivated by the lack of empirical evidence about sacrificing
systematicity in the procedure of threat analysis for the discovery of high-
priority threats. To this end, we conducted two comparative case studies with
two different automotive organizations (ORG A and ORG B). The purpose of
this study is to gather empirical evidence about the similarities and differences
between a risk-last (STRIDE) and a risk-first (eSTRIDE, introduced in Paper C)
threat analysis technique in the industrial setting. The case studies were
conducted with (in total) 15 industrial practitioners. The participants of the
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first organization (ORG A) were industrial experts, who have been trained in
security or self-identify as security experts. On the other hand, the participants
of the second organization (ORG B) had a deeper knowledge of the system under
analysis but self-identify as security novices. This enabled further observations
about the effect of security expertise on the overall team performance. Within
each organization, we observed and compared two teams analyzing the same
system using one of the prescribed techniques (STRIDE and ESTRIDE assigned
treatment). The participants were tasked to a) build a DFD (or an eDFD) of
the system under analysis and b) analyze the diagram using the procedural
guidelines of the prescribed technique. On the first day the teams were given
a training session including hands-on exercises of the prescribed technique.
On the second and third day the teams worked on their tasks. We measured
differences in the quality of analysis outcomes by assessing handed-in reports
of the identified threats. Differences in technique execution were measured
by analyzing recordings (only allowed in ORG A), time-keeping of participant
activities, and structured note-taking.

Contributions. Paper D contributes to answering RQ1. The main contri-
bution of this paper is the gathered empirical evidence about the performance
of two threat analysis techniques (with a different analysis scope) in the indus-
trial setting. We recorded similar levels of productivity between the compared
techniques. Possibly, the ESTRIDE teams spent more time to extend the di-
agram, while the STRIDE teams spent more time to prioritize the threats at
the end (this activity is skipped in ESTRIDE). Though no evidence suggests
an early discovery of high-priority threats, the ESTRIDE teams found twice
as many high-priority threats (compared to the STRIDE teams). Only a part
of the discovered threats were common threats, therefore we observed that
ESTRIDE tends to result in a more complete account of high-priority threats.
As expected, on the first day all the teams focused on building the diagram,
while on the second day they were analyzing the diagram. In ORG A, we also
observed that domain assumptions played an important role in the analysis
(e.g., they used assumptions to justify a threat existence). Finally, we studied
the effect of security expertise on the technique outcomes and execution. First,
compared to ORG A (more security expertise), both teams in ORG B made
mistakes. However, the achieved precision of the less security expert teams
is still quite high (80% and 70%). In addition, the teams in ORG B were
more productive (about 6 correct threats per hour vs about 3). Clearly, higher
productivity does not imply identification of more high-priority threats. In fact,
our results show that more experienced analysts identify a bigger percentage
of high-priority threats (regardless of the technique used). Regarding the
differences in technique execution, we mention that the less experienced teams
(OrG B) seldom discussed threat feasibility.

1.3.5 Flaws in Flows (Paper E)

Paper E is motivated by the low recall of existing techniques using informal
design notations, such as STRIDE [10]. On the one hand, literature describes
formalizations of DFDs [84] which often result in a complicated language
hindering their usability. On the other hand, several studies propose threat
analysis automation (e.g., by means of pattern matching [44,/45]) with no
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correctness or completeness guarantees of analysis outcomes. Inspired by
language-based information flow security [85,[86], we propose a formal approach
to analyze security information flow policies at the level of the design model.

Contributions. This paper contributes towards answering RQ2. The
main contributions are two-fold: (i) a light-weight extension of the modeling
capabilities of DFDs, and (ii) a tool-supported, formally-based flow analysis
technique. The extension of the DFD notation requires the designer to provide
the intended security policy for system assets. In addition, the designer is
required to specify an abstract input-output security contract for the computa-
tional nodes (i.e., DFD processes). The designer also specifies a global security
policy for all system assets, based on which the design flaws are identified. The
additional information mentioned above is leveraged in the analysis procedure.
The second contribution of this work is a formally-based flow analysis technique
that propagates security labels across the design model. The approach was
implemented and packaged as a publicly available plug-in for Eclipse. We
validated the approach using 4 open source applications.

1.3.6 Detection of Security Design Flaws (Papers F & G)

Beyond low-level vulnerability databases (e.g., CVE [87], CWE [88], CAPEC [89)])
there is little systematized knowledge on security design flaws and how to find
them by inspecting architectural models. In Paper F, we present a catalog of
security design flaws and evaluate their manual inspection with master and
doctoral students. The catalog contains a list of 19 design flaws related to is-
sues with authentication, access control, authorization, availability of resources,
integrity and confidentiality of data. Each catalog entry consists of (i) the name
of the design flaw, (ii) a description, and (iii) a series of closed questions that
serve as rules for manual inspection. Existing literature already contributes
towards automating various security design analyses |43}44}/57,6590-92], yet
there is a lack of automated reasoning for detecting security design flaws along-
side existing system defenses and security assumptions about assets. Therefore,
we select five security design flaws from the catalog (introduced in Paper F)
and attempt to automate their detection. To that end, Paper G presents
model query patterns which are executed over DFD models enriched with data
types and security solutions. The query patterns were developed by translating
the manual inspection rules from the catalog to model element types and
their relations. Further, we conducted an empirical study (under controlled
conditions) with 13 academic researchers on-site two University campuses to
obtain a data set of 26 enriched DFD models. The data set was submitted to
two expert assessors for a manual application of the inspection rules of the five
flaws. We leverage this data set of models (incl. instances of the five flaws) to
evaluate the performance of the automated detection technique.
Contributions. This work contributes towards answering RQ2. The

main contributions of these papers are three-fold: (i) a data set of 26 security
enriched models and their flaws, (ii) an automated detection technique of
five security design flaws, and (iii) an empirical evaluation of the automated
detection using the data set. On average, a model in our data set contains
about 17 data flow elements, 5 processes, 3 data stores, 2 external entities, and
8 security solutions. The experts found (on average) about 16 flaw instances
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on a single model. In our data set, the model size seems to correlate with
the average number of identified flaws. The model extensions are leveraged
in the automated detection, which was implemented as an Eclipse plug-in.
First, the data types are used to identify locations in the model where a flaw
could be present. At those location, the automated detection checks for the
presence of appropriate security solutions. We compared the expert reports of
the identified flaws to the flaws detected by the query patterns. Though the
precision of the automated technique is too low to replace expert analyses, it
could be used to present a list of issues for the analyst to sieve through.

1.3.7 Structural Compliance (Paper H)

This paper is motivated by the difficulty of establishing and maintaining a
software implementation compliant to the intended design. The disconnect
between design-level models and their implementation may potentially result
in architectural erosion [93]. To address this issue, we present a user-in-the-
loop approach for establishing an explicit mapping between DFD models
and implemented constructs (concretely, in Java). Our goal is to enable an
automated discovery of compliance with minimal user interaction. The proposed
approach relies on a set of four correspondence rules between the DFD element
types (introduced in Paper E) and the program model element types [13]. These
rules are used in a heuristic search for mapping suggestions. The approach
includes a user interface and is packaged as a publicly available Eclipse Plug-in.
Finally, we experimentally evaluate the precision and recall of the suggested
mappings on five open source projects.

Contributions. This paper contributes towards answering RQ3. The
main contributions of this paper are two-fold: (i) an automated technique
for suggesting mappings between DFDs and program models, and (ii) an
implementation of the approach as a publicly available Eclipse plug-in, evaluated
on five open source Java projects. First, the approach takes as input a completed
DFD model. Second, the user needs to extract a program model from the
implementation (which is done automatically) [13]. Finally, she can map the
DFD to the desired Java project (in the Eclipse workspace). The user can
accept, reject, or tolerate the suggested mappings, and execute a new search
iteration until she deems the DFD is mapped. She can also manually map source
code elements (provided they respect the correspondence rules). Information
and error markers are used to provide feedback to the user about the state of
compliance. We measured the correctness (in terms of precision and recall) of
the suggested mappings and the user impact on the correctness of mappings
for each iteration.

1.3.8 Security Compliance (Paper I)

This paper is motivated by the need for automating the verification of imple-
mented programs with respect to the intended security properties in the design.
In addition, static analysis tools may report violations which are afterwards
labeled by human experts as false alarms [94]. All reported violations have
to be manually sieved through, and, more importantly, the actual violations
must be distinguished from the false alarms, which is hard for developers with
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less security expertise [95]. Our goal is to leverage the previously proposed
technique (introduced in Paper H) to statically analyze the implemented secu-
rity properties against the mapped design model. To this end, we propose to
extend the approach in Paper H with automated security compliance checks.

Contributions. Paper I contributes towards answering RQ3. This work
extends the approach in Paper H with two key contributions: (i) two types
of static checks to verify security properties (i.e., SecDFD contracts) in the
implementation, and (ii) an automated extraction of project-specific sources
and sinks of confidential information from the design, which are used to reduce
the number of false alarms raised by a state-of-the-art data flow analyzer. In
Paper I, we assume an existing SecDFD and its correct mapping (following the
steps in Paper H). To verify security properties of the design, we introduce
two types of static checks: rule-based checks for the encrypt and decrypt
(SecDFD) contracts, and local data flow checks for the forward and join
contracts. The second contribution is the extraction of project-specific sources
and sinks of confidential information from the design and their localization in
the code. For each SecDFD asset, we execute an existing data flow analyzer [96]
initialized with the extracted sources and sinks. We experimentally evaluate
both contributions with two open source Java projects.

1.4 Discussion

This section summarizes the answers to the main research questions of this thesis.
First, we discuss the main findings of the study of the state-of-the-art (Paper A).
Our assessments in Paper A show that existing threat analysis techniques
are mainly applicable on the level of requirements, architecture and design.
This is not very surprising considering that one of the main purposes for
performing threat analysis is to elicit security requirements. Further, most
of the studied techniques use architectural design models and requirements
(usually in textual form) as inputs to the analysis procedure, which is in line
with the first finding. Interestingly, the precision of most threat analysis
procedures is based on templates and examples, such as textual descriptions of
example threats. About half of the studied techniques consider risk to prioritize
the analysis outcomes. The analysis outcomes of the studied techniques in turn
are mostly threats. Yet, half of the techniques also produce security mitigations
or requirements. Finally, we find that not many of the studied techniques have

a way to assure the quality of analysis outcomes.

Paper A also investigated the ease of adoption for the studied techniques.
About half of the studied techniques do not provide any tool support. The
target audience for most of the studied techniques are security experts and
security trained engineers. We contemplate which characteristics are important
for adopting the techniques in practice and provide the following guidelines for
technique selection:

(a) If the organization plans to make small investments into adopting a threat
analysis technique and security is not prioritized by management, we recom-
mend selecting a technique that can be used without further modifications.
Important criteria: Tool availability and maturity, sufficient documentation,
low target audience and a light-weight analysis procedure.
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Figure 1.2: Tlustration of our hypothesis about technique performance in
relation to the cognitive load required for brainstorming threats and security
expertise (left) and the reality for three specific techniques (right)

(b) If the organization plans to make small investments into adopting a threat
analysis technique and security is prioritized by management, we recom-
mend selecting a technique that is systematic. Important criteria: System-
atic analysis procedure, expert-based and preferably semi-automated.

(c) If the organization plans to make large investments into adopting a threat
analysis technique, we recommend developing an “in-house” adaption of a
promising technique. Important criteria: Systematic analysis procedure,
potential for improvement (e.g., technology improvement).

RQ1. What are the effects of broadening the analysis scope on the
quality of analysis outcomes?

Among other, Papers B and D investigate the effects of enlarging the analysis
scope on technique performance. Figure illustrates our hypothesis and
observed reality about the linear dependency between technique performance
and the analysis scope. In addition, it shows our expectations (left) and
observations (right) about performance differences between less experienced
groups in security and groups with security experts.

Empirical evidence shows that the productivity, precision, and number of
high-priority threats found are not significantly different for the per-element
and per-interaction variants of STRIDE. Thus, in the context of the controlled
experiments reported in Paper B, the analysis scope does not have a significant
effect on the overall technique performance. Further, in the context of the case
studies reported in Paper D, we find that enlarging the analysis scope to a chain
of elements (like in eSTRIDE) does not affect the overall technique performance
either, therefore similar levels of outcomes quality can be assumed. However,
the eSTRIDE technique leads to finding twice as many high-priority threats
(compared to STRIDE-per-element). Contrary to our intuition, the productivity
of expert analysts is lower (about 3 TP per hour) compared to novice teams
(about 6 TP per hour). However, our results show that more experienced
analysts identify a bigger percentage of high-priority threats (regardless of the
technique used). In addition, the precision of the expert groups is still higher,
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compared to novice groups.

RQ1.1. What changes are required in the design model to facilitate
a threat analysis focusing on important threats?

Reasoning about risk early-on requires a good understanding of the assets and
their whereabouts in the system. During the asset analysis, the assets first need
to be identified in the model (incl. asset source, target(s)). The importance
of assets can only be deduced by discussing their security objectives (i.e.,
confidentiality, integrity, availability, accountability) and the priorities of those
(high, medium, low). The annotated assets are required in the model to indicate
where the model should be further extended. By focusing on highly prioritized
assets, the analysis is performed on parts of the architecture. This is how the
problem space is reduced before the analysis begins. Domain assumptions,
communication channels, and existing security solutions are notation extensions
that are used to make reductions during the analysis.

RQ1.2. What changes are required for a model-based threat analysis
procedure to focus on important threats?

In Paper C, we provide guidelines for handling threat explosion before (see
RQ1.1) and during the analysis. To reduce the effort during threat analysis, we
propose a slight departure from the analysis procedure suggested by STRIDE.
First, eSTRIDE analysis is performed using eDFDs. Second, threats are only
elicited for scenarios containing high-priority assets. Third, the scope of the
analysis is an end-to-end scenario of an asset with important security objectives.
This means that a chain of elements is considered during threat elicitation,
rather than single elements (or their interactions). Further, only threats that
directly threaten a highly prioritized security objective are considered. For
instance, tampering threats compromise the integrity objective. Finally, only
threats that are possible despite annotated domain assumptions and existing
security solutions are considered.

RQ1.3. What is the difference (in terms of performance and execu-
tion) between a risk-first and risk-last threat analysis technique?

In Paper D, we observe similar productivity levels across the two treatments
(STRIDE vs ESTRIDE). One possible explanation is that, instead of spending
time on prioritizing threats at the end (in STRIDE), the analysts of the ESTRIDE
teams had to spend time on extending the diagram. This is reflected in the
productivity of ESTRIDE teams. However, in reality these sessions can span
over weeks, therefore the additional security information in the model could
help to reboot the discussions after more time has passed (though this was
not measured in Paper D). We also observe that many high-priority threats
are found around trust boundaries. Trust boundaries illustrate locations in
the diagram where entities with different privileges interact [9]. It would be
interesting to observe the timeliness of discovering high-priority threats if these
boundaries are analyzed first. In addition, we find that discussing feasibility of
threats is time-consuming, but is required for a precise analysis. Indeed, the
less experienced teams seldom discussed threat feasibility in detail, were more
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productive, but performed a less precise analysis. Regardless of the security

expertise, our teams were able to quickly learn and effectively apply both

techniques. Therefore, we postulate that security expertise may be traded for

a higher paced and less precise analysis under resource-constrained conditions.
The main findings regarding RQ1 are summarized in what follows.

RQ1. Summary of main findings

& The domain and security knowledge of the team has an impact on
the quality of outcomes and needs to be present in the architectural
model before the analysis begins. (Paper C)

& The complexity of the architectural model needs to be managed by
making model abstractions wherever possible while enrichments
are made only around assets with highest priorities. (Paper C)

& During the analysis, only threats to scenarios with high-priority
assets should be elicited. In addition, only threats (that exist
despite domain assumptions and security solutions) to high-priority
objectives of assets should be considered. (Paper C)

& Similar performance (in terms of productivity and precision) is
measured for the risk-first and risk-last threat analysis technique.
(Paper D)

IZ° Compared to a risk-last technique, the risk-first technique tends
to discover twice as many high-priority threats. (Paper D)

& In the industrial setting, security expertise may be traded for a
faster-paced and less precise threat analysis. (Paper D)

RQ2. To what extent can security design flaws be automatically
detected in DFD-like models?

We propose two extensions of the regular DFD notation to automate the
detection of the security design flaws. The first is a semantically enriched
specification language (SecDFD) coupled with a formally-grounded model

Precision and recall of the query patterns

Flaw 18: Insufficient auditing

Flaw 2: Authentication bypass

Flaw 15: Insecure data exposure

Flaw 6: Insuff. crypto key management

Flaw 13: Insecure data storage

Average

o

20 40 60 80 100
Recall = Precision

Figure 1.3: Precision and recall of the automated detection of five security
design flaws (Paper G)
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analysis (Paper E). Preliminary evaluation on four open source applications
suggests that automating the detection of data leaks between confidential
sources and public sinks can be automated without false positives. In the second
proposal, we extend the notation with data types and leverage an existing
extension to model security solutions [42]. Figureshows the average precision
and recall of the developed query patterns. Our key take-away is that it is very
hard to attain good performance when automating the inspection rules of the
catalog, though the higher recall (compared to precision) is still encouraging.

RQ2.1. What model extensions support an automated security de-
sign flaw detection?

In order to reason about confidentiality design flaws, we introduce the Security
Data Flow Diagram (in short, SecDFD) specification language. First, the
regular DFD notation is extended with confidentiality labels of assets, their
sources and sinks. In addition, the notation is extended with attacker zones.
Attacker zones are sets of elements where the attacker may be able to observe
assets. The above extensions enable the definition of a global security policy,
i.e., the model is considered secure if and only if there is no sensitive asset
flowing into observable model locations. Second, the security properties of
assets are subject to change in the diagram. To capture this, one must consider
how each process affects the confidentiality of a traveling asset. To this aim, the
regular DFD notation is enriched with a formal label model with propagation
functions (or security contracts). The label model defines the semantics of
four different security contracts (i.e., forward, join, encrypt, and decrypt),
depending on the process (or node) type. Given a SecDFD model, we are able
to propagate the confidentiality labels by visiting each node (in a depth-first
manner) and spot locations where data may leak.

In Papers F and G, we study the detection of security design flaws concern-
ing various security properties. Compared to Paper E, our aim is to develop the
detection of several flaw types with less formal guarantees. The inspection rules
of five security design flaws (from the catalog introduced in Paper F) instruct
the analyst to identify sensitive information in the model, and to evaluate
the existence of security mechanisms. Therefore, the regular DFD notation
is extended with a data model, which enables representing different types of
sensitive data (such as key material, session token, encrypted data, etc.). In ad-
dition, our data model allows specifying data transformations (e.g., encryption
of a sensitive asset). To analyze security flaws in the context of existing system
defenses, we leverage an existing DFD modeling extension by Sion et al. [42].
The benefit of this extension is that the meta-model allows specifying cus-
tomized solutions and types of threats (e.g., spoofing) they mitigate. Instances
of data types and security solutions are bound to concrete DFD model elements.
These extensions enable finding weak spots with respect to existing defenses
and assets of value by querying the graph-like model for problematic patterns.

RQ2.2. What performance can be achieved by an automated tech-
nique for security design flaw detection?

Paper G empirically compares the outcomes of the developed technique for
automated flaw detection to a manual inspection (performed by human ex-
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perts). The overall average precision of the automated technique is about
50% and the average recall is about 75% (see Figure [L.3). In the context of
our performance evaluation, the precision of our automated detection is not
good enough to replace manual expert analyses. Among other reasons, falsely
detected flaws have two origins: (i) over-approximated asset sensitivity levels,
and (ii) ambiguously modeled solutions. The expert assessors disregarded
incorrectly modeled sensitive assets (i.e., if the experts considered the asset not
sensitive, they did not report a flaw despite the incorrect model). Further, in
case of minor mistakes or ambiguities the experts took modeler intention into
account and did not report a flaw. In comparison, the automated detection
technique assumes that the model is correct, therefore in such situations the
flaws are still detected by the tool. The higher value of recall (compared to the
precision) is still encouraging, as the automated technique could generate a list
of issues for the expert to sieve through. The second take home message is that
some rules seem to be more promising than others for automation. For example,
the query patterns for design flaws 13 and 15 (design flaws only affecting the
confidentiality of assets) perform somewhat better.
Below we summarize the main findings for what concerns RQ2.

RQ2. Summary of main findings

& The design notation needs to be extended with node types to
specify the operations that the process elements perform over the
assets. (Paper E)

& The global security policy (i.e., the security condition in Paper E)
and the attacker model need to be defined to reason about analysis
completeness. (Paper E)

& The semantics of the node types need to be defined for a formally-
based analysis (e.g., security contracts of node types). (Paper E)

& Graph-based queries seem promising for automating the detection
of security design flaw inspection rules. (Papers F & G)

i It is hard to attain good performance (precision and recall) when
automating the rules for manually inspecting security design flaws.
(Paper G)

& Some security design flaws are more amenable to automation, and
the overall higher recall (compared to precision) of the automated
detection is still encouraging. (Paper G)

RQ3. What security code analysis techniques can be leveraged
to discover the security compliance of the implemented system to
SecDFD models?

Figure shows the steps (from the user perspective) of the proposed ap-
proach for analyzing the security compliance between the intended design
and its implementation. First, to automate structural compliance checks, we
propose (Paper H) to establish a mapping between the high-level model and
the implementation. The user is intentionally kept in the loop to make the
compliance analysis meaningful. Our evaluation shows that the precision and
recall of the automated mappings suggestion progresses with every iteration,
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Figure 1.4: The steps of the iterative approach for analyzing structural compli-
ance (Paper H) and the security compliance analysis steps (Paper 1)

demonstrating that (i) our heuristics are able to provide useful suggestions for
mappings, and (ii) the search for mappings takes user input (e.g., rejecting a
mapping or manually adding a mapping) into account. Given the technique
proposed in Paper H, static code analysis can be used to develop security
compliance checks. In particular, we present rule-based checks and local data
flow checks to verify whether the SecDFD security contracts are implemented
as intended. In addition, we show that the security information in the intended
(and mapped) design can be leveraged to improve code-level analysis tools by
reducing the number of reported false positives.

RQ3.1. What relation between the DFD model and an interme-
diate code representation supports automated security compliance
checks?

In Paper H, we present an iterative, user-in-the-loop approach for analyzing the
compliance between the intended design and implementation. The approach is
based on establishing mappings between a design-level model and the program
model (extracted from the implemented system in Java [13]). A set of four rules
is used to pin-down the corresponding elements between the two abstractions.
For instance, assets can be mapped to Java types (e.g., a class or a primitive
type). The rationale for this rule is that assets hold data, which (in the imple-
mentation) is typically transmitted using parameters and return values. The
only property of assets which rarely changes in the implementation is their type.

Our approach consists of three steps: the automated suggestion of mappings,
user mappings verification, and manual mappings creation (see Figure [1.4). To
find and present meaningful mappings to the user, our algorithm heuristically
assigns scores to all possible mappings. We implemented simple name matching
heuristics (using the Levenshtein distance) and structural heuristics. The
Levenshtein distance [97] is a measure of the minimal number of characters
which have to be removed, added or flipped to change one word into another.
For instance, the Levenshtein distance is used to score similarity between DFD
process names and method names. In one of the structural heuristics, we
score concrete method signatures by comparing incoming parameter types
and return types to incoming and outgoing DFD assets (of a process to be
mapped). In the second step, the user verifies suggested mappings via the
tool interface by accepting, rejecting, or tolerating them. Finally, the user
is able to manually add mappings. After the user has finished defining the
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mappings, static checks can be used to determine structural compliance. All
accepted or manually added (but not rejected) mappings are allowed and are
thus convergences. Elements present in the code, but not specified in the DFD
represent a divergence. It is possible to display flows from process-mapped
members to other members which have not been mapped to this process. If the
target of such a flow has not been mapped to any process, there seems to be a
divergence. A divergence also arises if there is a flow between two processes in
the code that has not been specified on the DFD. Finally, if a DFD element
has not been mapped to any program model element, the user can discover an
absence of the specified functionality in the code.

Though the precision of the first round of suggested mappings is on average
about 50%, the last automated suggestion phase reaches an acceptable precision
of almost 90%. Similarly, the recall progresses with every iteration, which
suggests that the search for mappings takes user input (i.e., rejecting or manually
adding a mapping) into account.

RQ3.2. What security code analysis techniques can be leveraged to
discover security compliance to the node contracts specified in the
SecDFD?

In Paper I, we build on top of our work on structural compliance and study the
security compliance between the intended security and implemented security.
First, we introduce rule-based checks to verify that the implementation complies
with the indented cryptographic process contracts (i.e., the SecDFD encrypt
and decrypt contracts). In essence, for each SecDFD process with such a
contract, the check will inspect the mapped source code, and verify whether
there exists a call to at least one method with a method signature predefined
to be used for cryptographic operations. We also develop checks to verify that
the implementation complies with the intended data processing contracts (i.e.,
the SecDFD forward and join contracts). On the level of the program model,
implemented data flows can be traced trough incoming parameter and return
flows. For each SecDFD process with such a contract, we extract the relevant
implemented flows from the program model and compare them to the expected
flows (according to the SecDFD) to find a potential match. In addition, we
leverage the security information from the design model to initialize and execute
a state-of-the-art data flow analyzer for Java programs (i.e., FlowDroid [96]).

We consider the security compliance to converge when a planned security
contract (of the SecDFD process) is implemented at the correct location and
no leaks have been detected by the data flow analyzer. Instead, divergence is
identified if (i) there exists an implemented data flow which does not comply
with the security contracts (of the SecDFD process), or (ii) a leak has been
detected by the data flow analyzer. Finally, absence is identified when a
SecDFD contract is not implemented.

From our evaluation we conclude that the two developed types of security
compliance checks are relatively precise (average precision is 79.6% and 100%)
but may still overlook some implemented information flows (average recall is
65.5% and 94.5%) due to the large gap between the design and implementation.
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RQ3.3. What information from the SecDFD complements existing
static code analysis tools?

We study how security information present in the design models can be used
to complement code-level analysis. First, we use our mappings to extract the
locations of confidential sources in the code. For instance, if the asset source is
an external entity and it is mapped to method definitions, their signatures are
collected as sources. We maintain the list of source method signatures for each
confidential asset (as they may differ across assets). Second, we use a baseline
list of sinks , which we modify before executing the analyzer. Similar to
source extraction, for each confidential asset we are able to identify sinks where
the asset is allowed to flow (by design). The allowed sinks are then removed from
the baseline list of sinks . Finally, mapped method signatures of elements
contained in attacker zones (in the SecDFD) are added to the list of sinks.

The key takeaway from our evaluation is that using this approach we were
able to extract project-specific sources and allowed sinks of confidential data,
and reduce the number of false alarms (up to 62 %) raised by the state-of-the-art
data flow analyzer.

The main findings regarding RQ3 are summarized below.

RQ3. Summary of main findings

& A semi-automated, user-in-the-loop approach is promising for
establishing the mappings between a design model and its imple-
mentation. (Paper H)

& The performance of the heuristic search for mappings is less opti-
mal with no user input (i.e., in the first iteration), however both
precision and recall increase in the following iterations, reach-
ing fairly good levels (e.g., on average the precision of the final
automated phase is 87.2% and recall is 92%). (Paper H)

& Given an existing mapping, static analysis techniques can be used
to develop security compliance checks with a fairly good precision
(e.g., average precision for the two type of developed checks is
79.6% and 100%). (Paper I)

& Our approach is able to extract additional project-specific sources
and allowed sinks of confidential information in the code. (Paper I)

& The security information in the intended (and mapped) design
can be leveraged to help code-level analysis tools by reducing the
number of reported false positives. (Paper I)

1.5 Conclusion and Future Work

This thesis addresses three research problems, which were identified by conduct-
ing a systematic analysis of the state-of-the-art in threat analysis of software
systems. To address the issue of high manual effort, we propose a notation
extended with security-relevant information (eDFD) and an improved analysis
procedure (eSTRIDE). Second, we study how to raise the recall of model-based
security analysis techniques. To this aim, we introduce two approaches for
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automatically detecting security design flaws: the SecDFD and a graph-based
automated detection. Finally, we suggest an approach for automating the
security compliance checks of the implemented programs with respect to the
intended design (represented with SecDFDs). We envision two future directions.

Ezxtensions to privacy threat modeling. Fueled by changes in the legislation
(GDPR), privacy threat modeling has been receiving more attention in academia
and industry. But the gap between actual system behavior and the high-level
notions of the GDPR is immense. To overcome this issue, design-level analyses
could be adopted. Recent work by Antignac et al. [98] introduces a set
of privacy preserving transformations to statically identify and mitigate so
called “privacy hotspots” in DFDs. For instance, personal data flowing into
a third-party component (external entity) represents information disclosure,
and thus a potential breach of privacy. The privacy transformations modify
such interactions by inserting a pattern of new DFD elements to ensure that
the necessary steps will be taken at the time of implementation. But, GDPR
requires a more fine-grained tracking of data processing operations. We are
curious to study how our formally-based approach for detecting confidentiality
flaws (Paper E) can be extended with a privacy analysis. In particular, we are
eager to understand what data processing operations can be expressed for DFD
processes, and how these operations affect privacy properties of data classes.

Applications to the Internet of things (IoT) domain. In the domain of IoT,
security and privacy properties are hard to enforce due to hardware constraints
in the devices, and their access to private data. We are working on applying the
formally-based analysis of confidentiality (and integrity) flaws (Paper E) in the
context of IoT applications. In particular, we are interested to leverage static
code analysis techniques to verify implemented security properties. Analyzing
the source code statically (for every possible input) can be resource demanding,.
Therefore, we are looking into the possibility to leverage the compositionality
property of the SecDFD specification language. First, we intend to extract
DFD-like graphs from existing IoT applications. Intuitively, static code analysis
could be performed over the implementation of local application nodes to extract
the implemented data flows. Next, the global security policy could be verified
by leveraging our label propagation model. To validate our approach, we are
studying a flow-based programming platform (i.e., NodeRED [99]) and the
accompanying repository of IoT applications.
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